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Abstract 
In the past few decades there has been considerable 
work on empowering end users to be able to write their 
own programs, and as a result, users are indeed doing 
so. In fact, we estimate that over 12 million people in 
American workplaces would say that they “do pro-
gramming” at work, and almost 50 million people use 
spreadsheets or databases (and therefore may poten-
tially program), compared to only 3 million professional 
programmers. The “programming” systems used by 
these end users include spreadsheet systems, web au-
thoring tools, business process authoring tools such as 
Visual Basic, graphical languages for demonstrating the 
desired behavior of educational simulations, and even 
professional languages such as Java. The motivation for 
end-user programming is to have the computer be use-
ful for each person’s specific individual needs. While the 
empirical study of programming has been an HCI topic 
since the beginning the field, it is only recently that 
there has been a focus on the End-User Programmer as 
a separate class from novices who are assumed to be 
studying to be professional programmers. Another re-
cent focus is on making end-user programming more 
reliable, using “End-User Software Engineering.” This 
paper gives a brief summary of some current and past 
research in the area of End-User Programming. 
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End-User Programming: What and Why 
One way to define “programming” is as the process of 
transforming a mental plan of desired actions for a 
computer into a representation that can be understood 
by the computer [16]. Expressed this way, it seems 
obvious that the study of humans and programming 
should be a topic of HCI. Indeed, this area of study has 
a long history, and has gone under many names, in-
cluding “Software Psychology” [49], “Psychology of 
Programming” [7, 15] and the “Empirical Studies of 
Programming” (ESP), which is also the name of a series 
of eight workshops from 1986 through 1999. 

Most of the early work focused on studying professional 
programmers or novice programmers. A “professional” 
programmer might be defined as someone whose pri-
mary job function is to write or maintain software. A 
“novice” programmer might be defined as someone 
who is learning how to program. 

In contrast, “end-user programmers” (EUP) are people 
who write programs, but not as their primary job func-
tion. Instead, they must write programs in support of 

achieving their main goal, which is something else, 
such as accounting, designing a web page, doing office 
work, scientific research, entertainment, etc. End-user 
programmers generally use special-purpose languages 
such as spreadsheet languages or web authoring 
scripts, but some EUPs, such as chemists or other sci-
entists, may need to learn to use “regular” program-
ming languages such as C or Java to achieve their pro-
gramming goals. 

Why try to provide programming capabilities for every-
one? The computer is a unique tool in its malleability—
it can be programmed to perform almost any computa-
tion, but only by those who know how. Although pre-
packaged software applications come with increasingly 
complex functions, they still cannot do every task 
needed by every individual, and, in particular, cannot 
be customized to each individual’s needs. Sometimes 
software designed or customized in a particular social 
context is so well situated in the community that uses it 
(called “situated software” [48]) that it provides form-
fit solutions for very particular needs, even though it 
might not have generally accepted notions of design 
quality or generality.  Spreadsheets are a case in point: 
they have proven the enormous power of allowing indi-
viduals to create their own customized computations 
[35], and much EUP research aims to generalize 
spreadsheet’s success to other domains. 

Research in End-User Programming 
Programming has always been recognized as a difficult 
task. This led to many research threads that tried to 
make programming more accessible by pushing on dif-
ferent aspects of computing technology. 

Estimates for the number of people in

the US in 2006 who use computers at 

work, who use spreadsheets at work, 

who describe themselves as pro-

grammers, and who say they are 

professional programmers [47]. 
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One such thread was motivated by a desire to harness 
the power of the human visual system.  This work 
(starting as early as 1959! [13]) focused on using 
graphics to help make the programming easier, which 
is called “Visual Programming” (VP). Surveys of VP in-
clude [3, 6, 11, 33, 50]. Although at first, proponents 
of visual programming expected it to be something of a 
panacea, eventually, formal research (e.g., [12]) 
showed that every notation has advantages and disad-
vantages, and provided a vocabulary for comparing 
visual notations to textual alternatives. 

Another research thread has been to bring the advan-
tages of direct manipulation to the programming task, 
by letting the user demonstrate the desired program by 
example by going through the steps, which is called 
“programming by example” (PBE), or “programming by 
demonstration” (PBD). Some of these systems use arti-
ficial intelligence techniques to try to automatically 
generalize the program from the user’s examples. Al-
though PBD systems have been shown to help people 
create programs from scratch, if people make errors or 
want to modify the resulting programs, there must be 
some static representation, for which some PBD sys-
tems have used visual languages. Surveys of PBE/PBD 
include [9, 26, 33], and notable research systems in-
clude [8, 14, 24, 25, 28, 30, 52]. PBD is also used by 
macro recorders in commercial spreadsheets and other 
“scriptable” applications.  

Research has also focused on how to make the pro-
gramming environment more supportive of program-
ming, both to help with learning and to overcome vari-
ous difficulties. For example, “syntax-directed editors” 
[29, 31, 41, 57] try to eliminate problems with syntax 
for textual languages. Surveys of programming envi-

ronment research include [19, 36, 46]. Notable re-
search in programming support environments for nov-
ice and end-user programmers include [41, 54]. Com-
mercial systems include Apple’s HyperCard, Microsoft’s 
Visual Basic, and Adobe/Macromedia’s products: Lingo 
for Director, Authorware, and Flash. 

Another way to classify EUP systems is by the commu-
nity or task for which they are aimed. For example 
Logo and its derivatives [39, 40] were designed for 
kids. Other kids’ languages include [17, 36, 41, 44, 53] 
and the Lego Mindstorms commercial product. For sci-
entists, there have been many “domain-specific lan-
guages” (DSL) [10] that have features specifically for 
particular areas of science. Other languages have been 
devised to enable specific tasks such as the authoring 
of software by teachers (e.g., Authorware and [58]), 
and end-user authoring of web pages [2, 4, 18, 27, 
45]. 

A problem is that the programs from EUPs tend to be 
buggy and lack forethought in design. One thread of 
research considers this problem by focusing on funda-
mental issues that relate to people themselves, such as 
why programming is hard to learn and hard to perform 
[20, 22, 23, 42, 51, 55, 56], and how people think 
about programming concepts [37, 38, 47]. 

Another research thread that has received recent atten-
tion is the development of ways to make EUP software 
more reliable using concepts from software engineer-
ing, such as explicit support for detecting the presence 
of errors, tracking down bugs, and reuse [1, 5, 21, 43]. 
Two recent large collaborative efforts, one in the U. S. 
(the EUSES Consortium http://eusesconsortium.org/), 
and one in Europe (the Network of Excellence on End-

The Pursuit system [32] uses PBD 

to create programs to manipulate 

files, which are then represented 

using a visual programming lan-

guage. 

Microsoft Excel spreadsheet augmented 

by the Ucheck system that tries to help 

the user find errors [1]. 

CHI 2006  •  Invited Research Overview  •  End-User Programming April 22-27, 2006  •  Montréal, Québec, Canada

77



 

User Development, http://giove.cnuce.cnr.it/eud-
net.htm, which resulted in a new book [59]) have pro-
duced a number of promising results in this area.   

Future Directions 
In spite of all this research, programming is still out of 
reach of most people. It is still too difficult, and in-
volves concepts such as abstraction, iteration, condi-
tions, and recursion, that are foreign to people. Is it 
possible to make what we have called a “gentle-slope 
system” [34], where everyone can start programming 
with little effort, and learn incrementally as needed? 
Can the barriers to learning EUP systems be low 
enough so that the power of customizing the computa-
tions can be accessible to everyone? How can systems 
help the end-user programmer be more productive and 
produce more reliable code? Can artificial intelligence 
technologies be effectively applied to customize sys-
tems to do what users want? These and many other 
questions are open for future research. 
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