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Abstract. We present Murmuration, which is a tool to discover various paths 
between resourced in a Linked Data dataset serviced by a SPARQL endpoint. 
Murmuration was developed to run entirely on a client. While this computation 
is heavy on the client, we provide a reasonably smooth experience by generating 
a series of queries that cover the different possible paths between two resources. 
This allows us to use, for each query, a callback to display the results as they 
come along. This approach also reduces the complexity of queries that the 
SPARQL endpoint has to process. Future work will look into scalable approaches 
for distributed computing, as we recognize the need for exploring multiple 
Linked Data datasets as a whole. 
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1 Introduction 

Exploring Linked Data datasets in a visual manner still remains a challenge. A fairly 
recent overview was provided by [2]. The authors identified and classified tools based 
on several characteristics, e.g., ontology (schema) exploration vs. RDF exploration, 
their capabilities, and whether they were a web application. In the context of a project, 
we needed a tool that allowed one to find arbitrary paths between RDF resources. 

Our tool, called Murmuration, is inspired by both RelFinder [3] and graphVizDB 
[1]. RelFinder iteratively searched for all possible paths between two resources, show-
ing intermediate results when they are found. RelFinder furthermore allowed one to 
provide the nodes from which the tool has to start from and the possibility filter out 
certain predicates. The disadvantage of RelFinder is that it relied on now dated tech-
nology (Flash) and required setting up a server for some of the PHP scripts. Similarly, 
graphVizDB requires a server as it stores information about the graphs in a bespoke 
database. What we appreciate about graphVizDB, however, is that the frontend relies 
on Web standards. Unlike RelFinder, however, it allows one to search the graphs as a 
whole and does not look for paths between sources in a graph. Ideally, however, we 
would have access to a data exploration tool that allows one to: 
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• look for all paths between resources provided by a user (similar to [3]); 
• declare which predicates can be omitted before searching; 
• avail of open Web standards for the visualization (similar to [1] and [4]); and 
• solely rely on client-side processing (similar to [4]). 

The second requirement is interesting when users know, beforehand, which predi-
cates appear often and do not provide much additional information such as rdf:type 
and cidoc:P2_has_type. Such a feature is not present in the aforementioned tool-
ing; one can filter out predicates when found after a search.  

We thus present Murmuration, a tool that allows one to explore all paths between 
two or more resources. Sections 2 and 3 provide details on the design and implementa-
tion, with a focus on the queries that it generates to manage client-side processing. In 
Section 4, we conclude the paper. 

2 Design and Implementation 

Murmuration was inspired by RelFinder and graphVizDB, though we wish to develop 
a tool that relied on client-side processing. An image is provided in Fig. 1. The tool 
consists of a form where one can configure the search, a canvas on which the nodes and 
edges are displayed, and a display. Upon clicking on a resource in the visualization, the 
tool will try to load an HTML representation of that resource in the display. 
 

 
Fig. 1. Demonstrating Murmuration in the Beyond 2022 Project. An endpoint is chosen in (1). 
We can select resources in (2), which looks for URIs or resources with an rdfs:label with 
particular string for which we want to find paths. (3) allows us to set the maximum of interme-
diate concepts. (4) allows us to exclude predicates appearing in the dataset. Finally, (5) allows 

us to toggle nodes and edges in the visualization. 
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Fig. 1 demonstrates how one can easily discover people that shared multiple offices. 
In that image, we are looking for all paths between three offices of at most three con-
cepts in between. We furthermore omit rdf:type, cidoc:P2_has_type, and 
cidoc:P1_is_identified_by relationships. This allows us to discover all the 
people that shared these offices. We furthermore clicked on one of the resources whose 
HTML representation is displayed on the right. 

2.1 Generating Queries for Finding Paths 

We want to avoid that a user has to wait for all results to appear. Rather than iteratively 
finding paths, we chose to generate queries for all possible paths, which is the focus of 
this section. 

For each unique pair (non-ordered) of resources (𝑥, 𝑦) selected in Fig. 1 (2), we 
generate &2("#$) − 2) queries. We start with a simple triple pattern looking at relation-
ships in both directions (𝑑 = 1). Then we concatenate these with additional triple pat-
terns for intermediate concepts, also taking into account the different directions. For 
𝑑 = 2, we take the patterns that resulted from 𝑑 = 1 and combined it with the two new 
patterns. That resulted in four additional patterns to be considered, totaling at six. This 
process is exemplified below. 

(d=1) ?x0 ?pred1r ?x1 . 
(d=1) ?x1 ?pred1l ?x0 . 
(d=2) ?x0 ?pred1r ?x1 . ?x1 ?pred2r ?x2 . 
(d=2) ?x0 ?pred1r ?x1 . ?x2 ?pred2l ?x1 . 
(d=2) ?x1 ?pred1l ?x0 . ?x1 ?pred2r ?x2 . 
(d=2) ?x1 ?pred1l ?x0 . ?x2 ?pred2l ?x1 . 
(d=3) ?x0 ?pred1r ?x1 . ?x1 ?pred2r ?x2 . ?x2 ?pred3r ?x3 . 
(d=3) ?x0 ?pred1r ?x1 . ?x1 ?pred2r ?x2 . ?x2 ?pred3l ?x3 . 
(d=3) ?x0 ?pred1r ?x1 . ?x2 ?pred2l ?x1 . ?x2 ?pred3r ?x3 . 
(d=3) ?x0 ?pred1r ?x1 . ?x2 ?pred2l ?x1 . ?x2 ?pred3l ?x3 . 
(d=3) ... 

We could have used property paths, but then we would have needed to keep track of 
the direction in the application. To avoid comparing URIs in FILTER clauses, we re-
place ?x0 by <x> and the largest variable ?xn by <y> in each of the graph patterns. 
We do bind the URIs of x and y to these variables in BIND clauses. As we generate 
patterns for each unique pair, we cover all the possible graph patterns. This approach 
speeds up query evaluation.  

We then introduce a couple of filters: none of the intermediate variables ?xi should 
be bound to x or y; none of the intermediate variables ?xi should be bound to the same 
resource to avoid cycles; none of the predicates should be bound to URIs appearing in 
the predicates to ignore. 

All these patterns and filters were wrapped around a SELECT DISTINCT * and 
executed by the client. As for the number of queries generated, given 𝑛 resources for 
which we want to explore the relations between them and 𝑑 the maximum number of 
relations between those resources, the number of SPARQL queries generated is 
.𝑛2/ &2

{"#$} − 2). The tool uses the variable naming convention to keep track of the 
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nodes and edges to be displayed. The 'l' and the 'r' in the variable names for predicates 
is also used to determine the placement of the arrow marker on the edges. 

3 Implementation  

The code has been made available on GitHub with an accessible license.2 The form 
relies on various JavaScript libraries (e.g., JQuery), and the visualization relies on 
D3.js. The tool uses JavaScript promises and callbacks to populate the visualizations as 
results come in. A limitation of our implementation is that indeed one is limited to the 
capabilities of one's computer, and visualizations may end up becoming too large or too 
cluttered. The latter, however, is a known challenge in visualization. 

4 Conclusions 

We presented Murmuration, a tool for visually exploring knowledge graphs in 
SPARQL endpoints. It is inspired by the state-of-the-art in Linked Data visualizations, 
though we compute the discovery of arbitrary paths between resources on the client-
side. The approach is simple and indeed demanding resources on the client, but it does 
not scale for arbitrarily large values for 𝑑. We believe, however, this tool would come 
in handy to quickly explore, in a playful way, data contained in SPARQL endpoints. 

The tool is made available with an accessible license and is currently used in a digital 
humanities project. Future work consists of looking into coping with blank nodes and 
federated querying, with priority given to the latter. We are also considering comparing 
small changes in the approach; e.g., halving the number of generated queries, and test-
ing whether ?x0 is bound to <x> (or <y>) and ?xn is bound to <y> (or <x>). 
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Fig. 2. Different relations have different colors in the graph, which can be hidden using the 
panel on the right. 

 


