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Abstract 
 

Recently, a cryptographic construct, called fuzzy vault, has been proposed for 

crypto-biometric systems, and some implementations for fingerprint have been reported to 

protect the stored fingerprint template by hiding the fingerprint features. In this paper, we 

implement the fuzzy fingerprint vault, combining fingerprint verification and fuzzy vault 

scheme to protect fingerprint templates. To implement the fuzzy fingerprint vault as a 

complete system, we have to consider several practical issues such as automatic fingerprint 

alignment, verification accuracy, execution time, error correcting code, etc. In addition, to 

protect the fuzzy fingerprint vault from the correlation attack, we propose an approach to 

insert chaffs in a structured way such that distinguishing the fingerprint minutiae and the chaff 

points obtained from two applications is computationally hard. Based on the experimental 

results, we confirm that the proposed approach provides higher security than inserting chaffs 

randomly without a significant degradation of the verification accuracy, and our 

implementation can be used for real applications. 
 

 

Keywords: Information security, fingerprint recognition, internet banking/home networking, 

fuzzy fingerprint vault, correlation attack  
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1. Introduction 

Many of the limitations of password-based key release can be eliminated by incorporating 

biometric data. It is inherently more reliable than password-based key release as biometric 

characteristics cannot be lost or forgotten. Further, biometric characteristics are difficult to 

copy, share, and distribute, and require the person being authenticated to be present at the time 

and feature of authentication. Thus, biometrics-based solution is a potential candidate to 

replace password-based solution, either for providing complete authentication mechanism or 

for securing the traditional cryptographic keys. In this paper, the fingerprint has been chosen 

as the biometrics for user authentication. It is more mature in terms of the algorithm 

availability and feasibility [1].  

However, the fact that fingerprint templates are stored in a database and/or a something 

introduces a number of security risks, and several threats can be identified [2][3][4]: if the 

fingerprint template storing the user’s features (i.e., minutiae) is compromised, the user may 

quickly run out of his fingers to be used for user authentication and cannot re-enroll forever. 

To solve this problem, some  researches have reported in order to protect the fingerprint 

template [5]. For examples, some results using idea of the fuzzy vault scheme [6] have been 

reported [7][8][9][10][11][12][13]. Juels and Sudan [6] proposed a scheme called fuzzy vault. 

In LOCK function of the fuzzy vault scheme, the secret k (such as private key) is encoded as 

the coefficients of a Galois field polynomial f(x). A user’s biometric minutiae (set A) are 

encoded as pairs (ai, f(ai)), where ai is a minutia and f(ai) is a mapping value from the minutia 

to the polynomial. Additionally, to hide these “real” minutiae, numerous “chaff” minutiae are 

encoded, in which the value of f(ai) is random. During UNLOCK function, new biometric 

input minutiae (set B) are calculated, and the minutiae ai closest to the bi are chosen. The f(ai) 

corresponding to these minutiae are used to estimate the polynomial, using a Reed-Solomon 

error correcting code framework. If enough legitimate (i.e., real) minutiae are taken, the 

correct polynomial will be obtained and the correct secret k can be decrypted.  

Some results using the fuzzy fingerprint vault have been reported [7][8][9][10][11][12][13]. 

However, these approaches are difficult to apply the realistic for the industrial environment 

because they do not consider every possible issues such as automatic fingerprint alignment, 

verification accuracy, execution time, RS decode, etc. For example, Clancy et al. [7] proposed 

a fuzzy fingerprint vault scheme based on the location of minutiae in a fingerprint. However, 

the False Reject Rate (FRR) of their system was 20~30%. Uludag et al. [8] introduced a 

modification to the fuzzy vault scheme, which uses a simple Cyclic Redundancy Check (CRC) 

for error-correction. However, they assumed that fingerprints were pre-aligned. Nandakumar 

et al. [9] also proposed the fuzzy fingerprint vault based on the helper data for the 

auto-alignment. However, this solution also has some limitations such as a slow decoding time 

or a possibility of failure to find the core point in some images. Also, [14] reported that 

transform-based cancelable templates may not be secure against the dictionary attack. 

Therefore, to implement the fuzzy fingerprint vault practically, we have to consider several 

issues such as automatic fingerprint alignment, verification accuracy, execution time, error 

correcting code, etc. 

In addition, fuzzy fingerprint vault is shown recently to be susceptible to a correlation 

attack that correlates the two vaults created using the same finger in order to reveal the 

fingerprint minutiae hidden in the vault [15][16]. In fact, this type of correlation attack is very 
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effective for cryptographic schemes which are based on the principle of “chaffing and 

winnowing” [17]. That is, the security of this scheme relies on a presence of randomly 

generated chaff that disguises the actual secret data (i.e., fingerprint minutiae) but does not 

cover the entire universe generated from any fingerprint. Then, the intersection of such vault 

information gathered from multiple systems (i.e., enrolled for different applications) would 

likely reveal the secret data [18]. Therefore, we need to cover the entire universe with chaffs in 

order to make multiple systems look similar. 

In this paper, we propose an approach to protect fingerprint templates stored in a database 

by using the idea of the fuzzy vault [6]. Fuzzy vault is a cryptographic construct and has the 

characteristics that make it suitable for applications combining biometric authentication and 

cryptography. Additionally, to avoid the correlation attack [15][16] against the fuzzy vault 

(i.e., obtains the real minutiae from multiple enrolled vaults), we apply an approach to insert 

chaffs in a structured way such that distinguishing the fingerprint minutiae and the chaff points 

obtained from two applications is computationally hard. 

The rest of the paper is structured as follows. Section II explains the overview of the fuzzy 

fingerprint vault and correlation attack. Section III describes the proposed fingerprint template 

protection approach. The experimental results and conclusions are made in Section IV and V, 

respectively. 

2. Background 

2.1 Fingerprint Verification 

A typical fingerprint verification system has two phases: enrollment and verification [1]. In the 
off-line enrollment phase, an enrolled fingerprint image for each user is preprocessed, and the 
minutiae are extracted and stored in a server. In the on-line verification phase, the input 
minutiae are compared to the stored template, and the result of the comparison is returned. 

In general, there are three steps involved in the verification phase: Image Pre-Processing, 
Minutiae Extraction, and Minutiae Matching. Image Pre-Processing refers to the refinement of 
the fingerprint image against the image distortion obtained from a fingerprint sensor. Minutiae 
Extraction refers to the extraction of features in the fingerprint image. After this step, some of 
the minutiae are detected and stored into a pattern file, which includes the position, orientation, 
and type (ridge ending or bifurcation) of the minutiae. Based on the minutiae, the input 
fingerprint is compared with the enrolled database in the Minutiae Matching step.  

Note that Image Pre-Processing and Minutiae Extraction steps require a lot of integer 

computations, and the computational workload of both steps occupies 96% of the total 

workload of the fingerprint verification. When the fingerprint verification phase is 

implemented into client-server environments, it is reasonable to assign the time-consuming 

steps to the server, rather than to the resource-constrained client. This kind of task assignment 

can also solve the vendor interoperability problem [19]. That is, the fingerprint minutiae 

extracted by one vendor may not match well with the stored fingerprint template extracted by 

another vendor. To solve this vendor interoperability, the fingerprint image itself needs to be 

transmitted from the handheld device to the server. Also, in order to reduce the size of the 

transmission, the Wavelet Scalar Quantization (WSQ) fingerprint compression standard can 

be applied [20]. Finally, there are global feature (i.e., orientation model) based feature 

extraction methods [21]. Since every fuzzy fingerprint vaults are based on local features (i.e., 

minutiae), however, we also assume minutiae-based fuzzy fingerprint vault in this paper. The 

details of global feature based feature extraction methods can be found in [21]. 
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In typical fingerprint verification systems, the fingerprint features are often stored in a 

central database as an enrolled template. With the central storage of the fingerprint feature, 

there are open issues of misuse of the fingerprint feature such as the “Big Brother” problem. 

To solve these open issues [2][3][4][5], new cryptographic constructs combining biometric 

authentication and cryptography such as fuzzy vault [6] need to be developed.  

2.2 Fuzzy Vault Scheme 

In the fuzzy vault scheme [6], Alice can place a secret value S in a vault and lock it using an 

unordered locking set L. Bob, using an unordered unlocking set U, can unlock the vault only if 

U overlaps with L to a great extent.  

The procedure for constructing the fuzzy vault is as follows: Secret value S is first encoded 

as the coefficients of some degree k polynomial in x over a finite field GF(p). This polynomial 

p(x) is now the secret to protect. The locking set L is a set of n values )( pGFli   making up the 

fuzzy encryption key, where n>k. The locked vault contains all the pairs (li, p(li)) and some 

large number of chaff points ),( jj  , where 
jjp  )( . After adding the chaff points, the total 

number of items in the vault is r.  

In order to crack this system, an attacker must be able to separate the chaff points from the 

legitimate points in the vault. The difficulty of this operation is a function of the number of 

chaff points, among other things. A legitimate user should be able to unlock the vault if they 

can narrow the search space. In general, to successfully interpolate the polynomial, they have 

an unlocking set U of m elements such that L ∩U contains at least k + 1 elements. The details 

of the fuzzy vault can be found in [6]. 

 Using the error-correction coding, it is assumed that the legitimate user can reconstruct p 

(and hence k). The security of the scheme is based on the infeasibility of the polynomial 

reconstruction problem (i.e., if Bob does not know many points that lie on p, he cannot feasibly 

find the parameters of p, hence he cannot access k). Since this fuzzy vault can work with 

unordered sets (common in biometric templates, including fingerprint minutiae data), it is a 

promising candidate for crypto-biometric systems. 

Since the introduction of the fuzzy vault scheme, some implementations results for 

fingerprint have been reported [7][8][9][10][11][12][13]. Clancy et al. [7] proposed a fuzzy 

fingerprint vault scheme based on the location of minutiae in a fingerprint. However, the False 

Reject Rate (FRR) of their system was 20~30%. Uludge et al. [8] introduced a modification to 

the fuzzy vault scheme, which uses a simple Cyclic Redundancy Check (CRC) for 

error-correction, instead of the Reed-Solomon polynomial decoding. Also, the FRR of their 

system was 21%, and execution time was 52 seconds with a 3.4 GHz processor. An additional 

problem with these implementations [7][8] is that they assumed fingerprints were pre-aligned. 

This is not a realistic assumption for fingerprint-based authentication systems, and limits the 

applicability of their implementations.  

Nandakumar et al. [9] also proposed the fuzzy fingerprint vault based on the helper data for 

the auto-alignment.  They got a significant improvement in the Genuine Accept Rate (GAR) 

[9]. However, they have some limitations such as a slow decoding time (e.g., the median and 

mean decoding time was 3 and 8 seconds, respectively) or a possibility of failure to find the 

core point in some images. Furthermore, the helper data may leak some information of the 

fingerprint ridges because the helper data is generated by using the ridge information. 

Yang and Verbauwhede [10] aligned automatically two fingerprint templates in the fuzzy 

vault domain using a concept of reference minutia, which could be generated with the distance 

and the orientation of two nearest-neighbor minutiae. That is, their system is based on the 
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impractical assumption that two reference minutia can always be extracted accurately from 

both the input and the enrolled fingerprints. They reported a FRR of 17% and FAR of 0% as 

the verification performance. 

Finally, Chung and Moon [11][12][13] proposed an automatic alignment approach by using 

the geometric hashing technique which has been used for model-based object recognition 

applications. Note that, the accuracy problem related with rotation transform which may be 

critical in bio-cryptographic solutions was analyzed in [22]. Also, the difficulty and 

importance of the alignment problem in fuzzy fingerprint vault was explained in [23]. By 

using the relative information between minutiae, the geometric hashing technique can solve 

the geometrical transformation problem like shift and rotation. A similar idea based on 

composite features was proposed and the details of this solution can be found in [23].  

To implement the fuzzy fingerprint vault practically, we have to consider several issues 

such as automatic fingerprint alignment, verification accuracy, execution time, error 

correcting code, etc. 

2.3 Correlation Attack 

Recently, Scheirer et al. [15] suggested three critical attacks against fuzzy vaults scheme: i) 

attacks via record multiplicity, ii) stolen key-inversion attack, and iii) blended substitution 

attack. Among these attacks, the attack via record multiplicity, called correlation attack [16] as 

shown in Fig. 1, is most important because this type of correlation attack is very effective for 

cryptographic schemes which are based on the principle of chaffing and winnowing [17]. Fig. 

1 (c) shows the correlation attack to two different vaults from the same finger. 

 

     
(a) vault A                        (b) vault B                  (c) result of correlation 

Fig. 1. Illustrating the correlation attack to fuzzy fingerprint vault. The correlation attack is (c) with two 

enrolled fingerprint vaults (a) and (b). White points show fingerprint minutiae, whereas black points 

show redundant chaff points added randomly to hide the fingerprint minutiae. 

 

In order to show this correlation attack, A. Kholmatov et al. [16] reported an 

implementation of correlation attack to fuzzy fingerprint vaults. For that, they matched each 

vault pair using exhaustive matching, seeking the best alignment between two vaults over all 

of their relative rotations and translations. The best alignment is decided as the one which 

maximizes the number of matching points between the two vaults. After the alignment, two 

candidate point sets (CA;CB) were obtained, one for each of the two vaults, containing a 

mixture of genuine and chaff points. The vault(s) can be unlocked if i) the number of matching 

minutiae points M (i.e. LCA ∩LCB) within a candidate set is sufficient to decode the polynomial 

of K degree (i.e., M >=K + 1) and ii) the total number of matching points N is not too large 

with respect to M, so that the brute force attack (i.e. trying all possible combinations of K + 1 

out of N points) to reconstruct the polynomial is computationally feasible. During the 
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experiments, it was observed that 59% of vault pairs were reconstructed by correlation attack, 

and it took approximately 50 seconds for a non-optimized implementation on a PC with 3GHz 

CPU.  

However, as long as the security of a scheme relies on a presence of randomly generated 

chaff that disguises the actual secret data but does not cover the entire universe, the 

intersection of such information gathered from multiple systems would likely reveal the secret 

[18]. To resist this type of attack, we need to cover the entire universe with chaffs in order to 

make multiple systems look similar. 

3. Proposed Algorithm 

In this section, we describe the implementation details of the fuzzy fingerprint and the 

structured insertion of chaffs in order to protect the correlation attack. 

3.1 Implementation of Fuzzy Fingerprint Vault 

3.1.1 Fuzzy Fingerprint Vault  

Minutiae are represented as a point within a 2D fingerprint image. For that reason, the 

fingerprint is more suitable for applications that combine biometrics and the fuzzy vault 

scheme than other biometric modalities such as iris and face. 

As explained in Section II, a fingerprint minutia represented by mi = (xi, yi, i, ti) is 

composed of four elements: x-, y-coordinates, angle, and type. In typical fingerprint 

verification systems, minutiae are stored in a template file, and input minutiae are compared 

with the template minutiae after aligning them. In this typical fingerprint verification system, 

an attacker can reuse the template minutiae once he steals it.  

For protecting template minutiae from the attacker, we apply the idea of the fuzzy vault 

scheme that stores a number of chaff minutiae generated structurally as well as the real 

minutiae. That is, we consider the template including both real and chaff minutiae and the 

input minutiae as the locking and the unlocking set, respectively. Then, it is not feasible for the 

attacker to reuse the fuzzy fingerprint vault directly without separating the real minutiae from 

the chaff minutiae even if he steals the fingerprint fuzzy vault. Note that, a legitimate user also 

should not be able to separate the real minutiae without the fingerprint image from the same 

finger.  

Fig. 2 shows our fuzzy fingerprint vault system. As shown in Fig. 2, the fuzzy fingerprint 

vault system is composed of two steps, locking and unlocking. Each step is explained in detail 

in the following. Note that, a fingerprint minutia represented by mi = (xi, yi, i, ti) is composed 

of four elements: x-, y-coordinates, angle, and type. 

 

Feature Extractor

Secret 1
Fingerprint 

Vault

Chaff Points

Locking Processing Storage

Polynomial 

Constructer

Projection

Fingerprint 

Vault

H(Secret1)

Stored Data

degree

 
(a) Locking Process 
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(b) Unlocking Process 

Fig. 2. Illustration of the fuzzy fingerprint vault system 

 

Locking Processing : 

○1  Extract minutiae from the template fingerprint image of a user. These minutiae are called as 

real minutiae.  

},...,1|),,,{( nityxL iiii                             (1) 

where n denote the number of minutiae.  

○2  Generate a degree-k polynomial from a secret S, and compute a hash value  from a hash 

function hash(S) 

kk xaxaaxp  10)(                              (2) 

)||||||( 10 kaaaS                                                   
(3) 

)(GF 2pai                                                       
(4) 

)(Shash                                                       
(5) 

○3  Compute the polynomial projections p(x) after converting all elements of L to an element of 

GF(p
2
), and define this result as Set RL. For example, if an element of GF(p

2
) is represented 

as AX+B (A, BGF(p
2
)), we can replace x and y coordinates of the minutia to A and B, 

respectively.   

               ),,,(   },,...,1|),{( iiiiiiiL tyxrnivrR                                    
(6) 

nipyXxXXpv iiiii ,...,1   ),(GF   ),( 2                  
 (7) 

○4  Structurally generate chaff minutiae that do not lie on p(x) to protect real minutiae. 

),,,(   },,...,1|),{( iiiiiii tyxcrnivcC                                  
(8) 

rnipyXxXXpv iiiiii ,...,1   ),(GF,)( 2                                  (9) 

where I is a non-zero element over finite fields of the form GF(p
2
).  

○5  Structurally generate Set R that is integrated with RL and C. 

),,,(   },,...,1|),{( iiiiiii tyxrrivrR                                  
(10) 

○6  Finally, the vault is constituted by the real and chaff minutiae, the degree k of the 

polynomial and the secret. The secret should be stored in a hashed form. 

},...,1|,),,{( rikvrV ii                                           
(11) 

 

Unlocking Processing : 

Unlocking processing is the step that reconstructs the polynomial from minutiae of the input 

fingerprint image.  

○1  Extract minutiae from the input fingerprint image. We called set U as unlocking set. 
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},...,1|)',',','{( mityxU iiii                                          (12) 

where m denotes the number of minutiae.  

○2  Execute fingerprint matching with Set U and ri of Set V stored in the Locking processing. 

The matching results are stored in Set M with t matched minutiae and corresponding vi in 

Set V. 

),,,(},,...,1|),{( iiiiiii tyxmtivmM                                  (13) 

where rtRM  , . 

○3  If k and M are used as input values for the RSDECODE, the degree-k polynomial p’(x) will be 

returned. Then, ’ is computed by (16).  

),(RS)( DECODE

' Mkxp                                            (14) 

kk xaxaaxp ''')(' 10                                              
(15) 

)'||||'||'(' 10 kaaahash                                              
(16) 

○4  If ’ and  are exactly same, the user is accepted. Otherwise, he is rejected.   



 


otherwise

if

    ,Reject

   '    ,Accept
  Decision 



     
(17) 

If set M contains k+1 real minutiae, the fuzzy fingerprint vault can reconstruct the same 

polynomial used in the locking process. However, the chaff minutiae should be removed by 

using an error correct code such as Reed Solomon (RS) decode because set M may contain 

some chaff minutiae as well as the real minutiae (even if the user is genuine).  

The RS decoding algorithm can remove these chaff minutiae and reconstruct a polynomial 

using a set of over-sampled minutiae that contains a reasonable number of errors [8]. To 

reconstruct the k degree polynomial, the RS decode requires at least (k+t)/2 real minutiae (i.e., 

t is the number of matched minutiae). Also, the performance of the RS code is very important 

for real applications. 

3.1.2 Automatic Alignment  

In the previous result [11], the geometric hashing was used to provide a scalable performance 

for one-to-many matching of fingerprints on large-scale databases. Chung and Moon 

[11][12][13] proposed the approach to solve the auto-alignment problem in the fuzzy 

fingerprint vault using the idea of the geometric hashing [24]. This is reasonable because the 

idea of the geometric hashing can also be used for pre-computing the possible alignments to 

save time for alignment in the one-to-one fuzzy fingerprint vault problem. 

In typical fingerprint verification systems, minutiae are stored in the template file, and input 

minutiae are compared with the template minutiae after aligning them. Similarly, the 

geometric hashing consists of two procedures – preprocessing (or enrollment) and recognition 

(or identification).  

The preprocessing procedure is executed off-line and only once. In this procedure, the 

model features are encoded and are stored in a hash table. The information is stored in a highly 

redundant multiple-viewpoint way. Assume each model in the database has n features. For 

each ordered pair of features in the model chosen as a basis, the coordinates of all other 

features in the model are computed in the orthogonal coordinate frame defined by the basis 

pair. Then, (model, basis) pairs are entered into the hash table bins by applying a given hash 

function f to the transformed coordinates.  

In the recognition procedure, a scene consisting of S features is given as input. An arbitrary 

ordered pair of features in the scene is chosen. Taking this pair as a basis, the coordinates of 
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the remaining features are computed. Using the hash function on the transformed coordinates, 

a bin in the hash table (constructed in the preprocessing procedure) is accessed. For every 

recorded (model, basis) pair in the bin, a vote is collected for that pair. The pair winning the 

maximum number of votes is taken as a matching candidate. The execution of the recognition 

procedure corresponding to one basis pair is termed as a probe. If no (model, basis) pair scores 

high enough, another basis from the scene is chosen and a different probe is performed.  

When we apply this geometric hashing to the fuzzy vault, we should perform 1:1 

comparisons. Thus, we use the notion of verification, instead of identification. After the 

enrollment procedure, the verification procedure separates the chaff minutiae C from the real 

minutiae G in the enrollment minutiae table. That is, the minutiae information (unlocking set 

B) of a verification user is computed and a table, called verification minutiae table, is 

generated according to the geometric characteristic of the minutiae. Then, the verification 

minutiae table is compared with the enrollment minutiae table, and the subset of real minutiae 

is finally selected. Note that, the verification minutiae table is generated in the same way as the 

enrollment procedure. Fig. 3 shows an illustration of the processing of the hash table 

generation and the auto-alignment processing with enrollment and input hash table. 

 

matching

Geometric 

hashing

Geometric 

hashing

Enrollment hash table

Input hash tableInput Features

Enrollment Features

 
Fig. 3. An Illustration of the Auto-Alignment Processing with Enrollment and Input Hash Table [11]. 
 

Although the FFV using the geometric hashing technique can solve the alignment problem, 

it requires large memory space at the enrollment phase. Also, the enrolment hash table 

increases with the number of the chaff minutiae inserted as well as the number of the real 

minutiae. Thus, inserting more chaff minutiae for higher security requires a larger hash table.  
Therefore, to reduce the size of hash table, we implemented the automatic alignment in the 

fuzzy fingerprint vault by using memory-efficient geometric hashing technique [13][25]. That 
is, in order to reduce the static memory requirement, the hash table is generated “on-the-fly” at 
the verification phase (on-line), instead of the enrollment phase (off-line). With this solution, 
we can reduce the fingerprint template size up to the minimum.  

Fig. 4 compares the auto-alignment of fuzzy fingerprint vault based on the geometric 

hashing technique [11][12] with memory-efficient geometric hashing technique. Since the 

hash table is generated on-the-fly, the execution speed may be degraded. With the careful 

selection of the basis set, however, this solution can avoid the significant increase in the 
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execution time as well as reduce the dynamic memory requirement [13][25]. Additional 

details can be found in [11][12][13][24][25][26]. 

 

Pre-processing
Generate the 

hash table

Recognition 

processing

Off-Line(Enrollment) On-Line(Verification)

 
(a) Geometric hashing technique [11][12] 

Pre-processing
Select the 

basis points

Generate the 

hash table

Recognition 

processing

Off-Line(Enrollment) On-Line(Verification)

 
(b) Memory-efficient geometric hashing technique [13][25] 

Fig. 4. Comparison of Geometric Hashing Technique. 

3.1.3 Reed-Solomon Decoder 

To completely reconstruct the secret locked within the fuzzy vault, the points in the unlocking 

set (i.e., contain both real and chaff points) must be used to interpolate a polynomial. 

Polynomial interpolation method is to use a standard error correcting code such as hamming or 

Reed-Solomon. We implemented RS code suggested by Jules and Sudan [6]. Note that, 

although all the previous results assumed RS code, they have not implemented the RS code in 

fuzzy fingerprint vault [7][10][11][12][13] or used CRC to verify their solutions [8][9]. While 

RS codes are traditionally used to correct errors in messages transmitted over noisy channels, 

they essentially a generalization of the polynomial reconstruction problem. From a 

generalized point of view, the encoding algorithm for the RS code is a repeated sampling of a 

polynomial defined over a finite field, and the decoding algorithm is a reconstruction of this 

polynomial using a set of over-sampled points that contains a reasonable number of errors.  

While the encoding procedure is straightforward, there are a few well-known approaches 

for the decoding procedure. The simplest mechanism for polynomial reconstruction is an 

exhaustive search. That is, for every possible combination of k points out of the set of r points 

(r>k), we interpolate a polynomial with degree k-1 and then select the most probable 

polynomial using a majority vote. Though this approach is easy to implement, its execution 

requires more computational power to deal with all the possible cases. Therefore, more elegant 

decoding algorithms such as the Berlekamp-Massey algorithm [27] and the Guruswami-Sudan 

algorithm [28] need to be considered.  

More recently, Gao [29] proposed a new RS decoding algorithm based on the Extended 

Euclidean Algorithm. From our viewpoint, the Gao’s algorithm has several desirable features 

as follows: 

- It directly reconstructs the original polynomial without finding syndromes, error locations, 

and error magnitudes as the Berlekamp-Massey algorithm does. Hence, it is more intuitive 

in the sense that the target polynomial is visible in the whole decoding process. 

- It is composed of efficient operations such as interpolation of a polynomial without error, 

partial GCD computation, and a polynomial division. Hence, it is easier to implement than 

the Guruswami-Sudan algorithm, with the reasonable performance guaranteed. 

Now, we consider the underlying field for the RS code. Though any finite field can be used, 

finite fields of the form GF(p
2
) seem to be ideal for our purpose as is suggested in [7]. This is 

because the information being encoded by the RS code is pixel coordinates (xi, yi) of 

fingerprint minutiae. To be more precise, we use p = 2
16

-17 = 65,519 for the characteristic. 
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Thus, we can support almost 16-bit resolutions for x and y coordinates for a fingerprint minutia, 

fully utilizing the integer operations over a 32-bit architecture. 

3.2 Structured Insertion of Chaffs 

In the proposed approach, the chaffs are generated by using the user’s minutiae direction 

information. To avoid the correlation attack (i.e., to make multiple systems look similar), we 

structurally inserts chaffs into a vault, instead of randomly, by using the direction information.  

Fig. 5 shows the illustration of the structured insertion. Fig. 5 (a) shows that a minutiae 

consists of the location of the x-y coordinates, direction information θ, and projection f(x). To 

structurally insert chaffs, Fig. 5 (b) shows an example of inserting chaffs using direction θ, 

and Fig. 6 shows an example of the result of structured insertion of chaffs. For example, a 

minutia generates a line using direction θ, then chaffs are generated with having the same 

direction and inserted along the line. 

Note that, to guarantee both the fingerprint verification accuracy and the security level 

simultaneously, we should be careful to determine the distance dt  between each point along the 

line. Then, ∆x and ∆y can be calculated by using the minutia’s direction information θ and dt  as 

follows. For each user’s minutia, the chaffs are inserted along the line by adding/subtracting 

∆x and ∆y to/from the x-y coordinates of the minutia. However, both the location and the 

orientation of minutia are not changed. 









t

t

dy

d





sin

 cos x 

                                                          

(18) 

 

 
(a)                                                   (b) 

Fig. 5. Chaff insertion by using the minutiae information : (a) minutiae information, (b) inserted chaffs 

along the line generated by the direction information (●: chaff minutiae, ○: real minutiae). 

 

 
(a)                                                (b) 

Fig. 6. The result of chaffs inserted : (a) the real minutiae extracted from a fingerprint image, (b) the 

result of structured insertion of chaffs. 
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4. Experimental Results 

In this section, we describe the performance of both security level and verification 

accuracy. We used Set A of the FVC2002-DB1 fingerprint database [30]. The average 

number of minutiae was 30, and we inserted about 200, 300, and 400 chaffs, respectively. 

Also, since the fingerprint authentication system can be assumed to request a user who 

inputs a low quality fingerprint image to re-enter fingerprint image, we excluded low 

quality fingerprint images. Therefore, among the 8 impressions, we used only two 

impressions of good image quality for each finger 200 images in total. All experiments 

were performed on a system with a 2.66 GHz processor. 

Table 1 and Table 2 show the number of instructions and the execution times of the locking 

process and the unlocking process, respectively. As shown in Table 1, the execution time of 

the locking process is about 0.12 second on a 2.66 GHz processor. Especially, the locking 

process can be executed in real-time, regardless of the number of chaff minutiae. 

 
Table 1. Experimental result of locking process.  

# of Chaff 200 300 400 

Feature Extraction  0.119 s 0.119 s 0.119 s 

Creating Polynomial  0.000 s 0.000 s 0.000 s 

Adding Chaff  0.001 s 0.001 s 0.001 s 

Total  0.120 s 0.120 s 0.120 s 

 

The time required to unlock the vault is about 0.3, 0.46, and 0.7 second in case of adding 

200, 300, and 400 chaff minutiae, respectively. As shown in Table 2, in spite of adding 400 

chaff minutiae in the fuzzy fingerprint vault, the careful implementation of the proposed 

approach can guarantee the real time execution. 
 

Table 2. Experimental result of unlocking process.  

# of Chaff 200 300 400 

Feature Extraction  0.119 s 0.119 s 0.119 s 

Matching  0.129 s 0.217 s 0.369 s 

RS decode  0.001 s 0.001 s 0.001 s 

Total  0.300 s 0.469 s 0.706 s 

  

Table 3 shows a comparison of several implementations of the fuzzy fingerprint vault 

[7][8][9][10][11][12] including the proposed approach. In the first column, manual and 

automatic alignment are denoted by M and A, respectively. Also, the second column 

indicates the real minutiae (R), chaff minutiae (C), and helper data (H). It is difficult to 

compare the experimental results directly because the experimental environments (e.g., 

fingerprint database, processor capacity, etc) are different with each other. For example, 

the proposed approach had fast unlocking execution time than other approaches 

[8][9][11][12], nevertheless this approach performed the geometric hashing. Also, using 

memory-efficient geometric hashing, we can reduce the template size, and improve the 

execution time with careful selection of a basis [13][23]. Therefore, the proposed 

approach can provide the acceptable performance as shown in Table 3, and can be applied 

to real applications. 
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Table 3. Comparison of the Previous Researches and the Proposed Approach. 

 Align 
Template 

Size 
ECC 

Unlocking 

Time 

(sec) 

Verification 

Accuracy 

FAR FRR 

Clancy [7] M R+C N/A N/A N/A N/A 

Uludag [8] M R+C CRC 52 0 21 

Nandakumar [9] A R+C+H CRC  3  0.01  5  

Yang [10] A R+C N/A N/A N/A 17 

Chung [11] 

Moon [12] 
A (R+C)(R+C-1) N/A 1.3 [11] 0.16 [12] 5 [12] 

Proposed A R+C 
RS 

decode 
0.7 0.5 6 

 

Additionally, for the purpose of evaluating the security level against the correlation 

attack, we compared the performance of the structured chaff insertion approach (i.e., the 

chaffs are generated by using the user’s minutiae direction information) with that of 

random chaff insertion approach (i.e., we implemented it based on [8] to evaluate the 

security level). In order to determine the security level against the correlation attack (i.e., 

securityCA), we first define some notations. ReconstructCA is defined as the number of 

evaluations (i.e., C(no. of minutiae + no. of chaffs obtained from the correlation attack, 

degree+1)/C(no. of minutiae obtained from the correlation attack, degree+1)) required for 

an attacker to crack the vaults by applying the correlation attack. ProbabilityCA is defined 

as the probability of obtaining the minutiae enough to reconstruct the polynomial by 

applying the correlation attack. Then, securityCA can be represented by 

reconstructCA/probabilityCA. 

Table 4 compares the security level and verification accuracy of different chaff 

insertion approaches. Based on the experimental results, we confirmed that the proposed 

approach can improve the security level by a factor of 153 against the correlation attack 

without significant degradation of the verification accuracy. 

 

Table 4. Performance comparison against the correlation attack. 

About 300 chaffs 

Security Verification Accuracy 

Brute-force 

Attack 

Correlation 

Attack 
FAR FRR 

Random Insertion of 

Chaffs 
2.93×10

7
 

1.69×10
4
 0.2 7.5 

Structured Insertion of 

Chaffs 
2.59×10

6
 0.5 6.0 

5. Conclusions 

To implement the fuzzy fingerprint vault practically, we have to consider several issues such 

as automatic fingerprint alignment, verification accuracy, execution time, error correcting 

code. We have implemented a fuzzy fingerprint vault as a complete system. Additionally, to 

avoid the correlation attack against the fuzzy vault, we applied an approach to insert chaffs in 

a structured way such that distinguishing the fingerprint minutiae and the chaff points obtained 
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from two applications is computationally hard. Based on the experimental results, we 

confirmed that the proposed approach can be resistant to the correlation attack (by a factor of 

153) as well as satisfy the verification accuracy requirement.  
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